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class Graph:

def \_\_init\_\_(self):

self.graph = {}

def add\_edge(self, u, v):

if u in self.graph:

self.graph[u].append(v)

else:

self.graph[u] = [v]

def dfs\_util(self, vertex, visited):

visited.add(vertex)

print(vertex, end=' ')

for neighbor in self.graph.get(vertex, []):

if neighbor not in visited:

self.dfs\_util(neighbor, visited)

def dfs(self, start):

visited = set()

self.dfs\_util(start, visited)

def bfs(self, start):

visited = set()

queue = [start]

while queue:

vertex = queue.pop(0)

if vertex not in visited:

print(vertex, end=' ')

visited.add(vertex)

for neighbor in self.graph.get(vertex, []):

if neighbor not in visited:

queue.append(neighbor)

# Example usage:

g = Graph()

g.add\_edge(0, 1)

g.add\_edge(0, 2)

g.add\_edge(1, 2)

g.add\_edge(2, 0)

g.add\_edge(2, 3)

g.add\_edge(3, 3)

print("DFS:")

g.dfs(2)

print("\nBFS:")

g.bfs(2)

O/P

DFS:

2 0 1 3

BFS:

2 0 3 1